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Preface

In this book we try to look at encryption-based multilevel database security through the eyes of database security researchers. Multilevel security for relational databases is an interesting information security topic. Most of the security models available for databases today protect them from outside, unauthorized users. A multilevel secure database provides internal security in relationship with the user’s type of access to the database. A multilevel secure database system has been proposed to address the increased security needs of database systems. Researchers are in need of new algorithms in this area with their software implementation.

We summarize the main contributions of this book as follows:

1. This book is devoted to the issue of multilevel security in the relational database.
2. Multilevel security for relational database models is considered in this book, with a comparison between them using different evaluation metrics.
3. Modifications are presented to an existing multilevel security model in the relational database either to speed or to enhance performance.
4. Formal analysis for data manipulation operations in multilevel security database models and mathematical proofs of soundness, completeness, and security are studied.

5. Simulation experiments are presented for validation of the discussed algorithms and modifications and also for investigating the performance of multilevel database models.

6. The C# and Microsoft SQL server source codes for most of the simulation experiments in this book are included at the end of the book.

Finally, we hope that this book will be helpful for database and information security.
1 Concepts of Database Security

1.1 Database Concepts

A database system is a computerized system whose overall purpose is to store and organize the data in a way that can be accessed, managed, and modified on demand. A database system becomes an important part of information management systems that enhances the ability of organizations to manage their important data in an easy way. A database system has many benefits that are described as follows:

- Reducing the amount of data redundancy by ensuring that the data are stored in one location and can be accessible to all authorized users
- Improving data access to users through use of host and query languages
- Enhancing data security
- Decreasing data entry, storage, and retrieval costs
- Allowing more flexibility for manipulating data
- Presenting greater data integrity and independence from applications programs

The interaction between the user, other applications, and the database itself can be performed through a software system called a database management system (DBMS) [1], which is specially designed to help the user to capture and analyze the stored data. The general purpose of the relational database management system is to be used as a tool to define, create, and manage the relational database.
Databases are classified according to their organizational approach. The most common approach is the relational database [2]. In relational databases, all data are stored in a collection of relations.

A relation contains a group of rows that have the same attributes. A row represents an object and information about that object. A relation is defined as a table, which is organized into rows (tuples) and columns (attributes). All the data in the same attribute have the same domain and stratify the same constraints. A domain presents the possible values for an attribute in the relation and the constraints make some restrictions on the domain of an attribute.

In the relational database, a relation cannot contain duplicate tuples because that would create ambiguities in retrieval.

In the relational database, to ensure uniqueness, each relation should have an attribute (or a set of attributes), called the primary key, that uniquely identifies every tuple of the relation [3]. A primary key is called a simple key if it is a single attribute and it is called a composite key if it is made up of several attributes.

In the relational database, a foreign key is an attribute (or collection of attributes) in one relation that uniquely identifies a tuple of another relation. In other words, a foreign key is an attribute or a group of attributes used to establish and enforce a link between the data in two relations.

A relational database consisting of independent and unrelated relations serves little purpose. The power of a relational database lies in the relationship that can be defined between relations. The most crucial aspect in designing a relational database is to identify the relationships among relations [4]. The types of relationship include:

- One to many: The primary key relation contains only one tuple that relates to no, one, or many tuples in the related relation.
- Many to many: Each tuple in both relations can relate to any number of tuples (or no tuples) in the other relation. Many-to-many relationships require a third relation, known as an associate or linking relation, because relational systems cannot directly accommodate the relationship.
- One to one: Both relations can have only one tuple on either side of the relationship. Each primary key value relates to only one (or no) tuple in the related relation.
In the relational database, a stored procedure is an executable code that is stored in the relational database. Stored procedures group common operations, like inserting a tuple into a relation or encapsulating complex business logic and calculations. Stored procedures are more performance than writing application code, for the following reasons:

- There is no communication between the relational database and other external applications.
- There is no need to compile and execute the stored procedure for each instance, as the stored procedure is compiled once.

In the relational database, structured query language (SQL) is the standard computer language for managing data in the relational database [5]. All relational database management systems, like Oracle, Informix, and SQL Server, use SQL as a basic database language. The SQL operation for manipulating the relation is described as follows:

- Select operation: This operation is used to get groups of tuples from the relation database. The SQL command for the select operation is described as follows:

```
SELECT [A_1, A_2, \ldots, A_n]
FROM R
WHERE P
```

where R is a relation, \( A_1, A_2, \ldots, A_n \) are the attributes from relation R, and P is the condition of the select statement that defines the tuples to be retrieved.

- Insert operation: This operation is used to insert tuples in the relation. The SQL command for the insert operation is described as follows:

```
INSERT INTO R [A_1, A_2, \ldots, A_n]
VALUES [a_1, a_2, \ldots, a_n]
```

where R is a relation, \( A_1, A_2, \ldots, A_n \) are the attributes from relation R, and \( a_1, a_2, \ldots, a_n \) are values from domains of \( A_1, A_2, \ldots, A_n \) that will be inserted.
• Update operation: This operation is used to modify tuples in the relation. The SQL command for the update operation is described as follows:

```
UPDATE R
SET [A_1=a_1,A_2=a_2, ..., A_n=a_n]
WHERE P
```

where \( R \) is a relation, \( A_1, A_2, ..., A_n \) are attributes from relation \( R \), \( a_1, a_2, ..., a_n \) are values from domains of \( A_1, A_2, ..., A_n \) that will be updated, and \( P \) is the condition of the update statement that defines tuples that are to be updated.

• Delete operation: This operation is used to delete tuples from the relation. The SQL command for the delete operation is described as follows:

```
DELETE
FROM R
WHERE P
```

where \( R \) is a relation and \( P \) is the condition of the delete statement that defines tuples that are to be deleted.

The internal mechanisms of SQL statement processing in the relational database management system (RDBMS) are presented in the following five steps:

• The RDBMS parses the SQL statement by dividing it into individual words and validating the statement syntax.
• The statement is then checked by the RDBMS against the information schema. In addition, it ensures the user privileges to execute the statement.
• The next step is the optimization of the SQL statement. The query optimization process is defined as finding the efficient way to execute the SQL statement.
• The next step is the generation of the execution plan for the SQL statement based on the optimization process performed during the previous step.
• The set of binary instructions created in the previous step is executed by the RDBMS.
1.2 Relational Database Security Concepts

In recent years, the need for securing relational databases has been increased because of increased database attacks. Most companies and organizations store their sensitive data in their own relational databases. In recent years, attackers have been able to target large relational databases that belong to large companies or large banks. In the past, relational database attacks were common, but were fewer than attacks on networks. Now, due to the increasing access of relational databases by many people, the chances of relational database attacks have increased. The reason for these attacks is to obtain money by getting sensitive information like credit card numbers or Social Security numbers. Thus, it is important to protect relational databases against these risks, and this is where database security comes into place.

Relational database security can be defined as a system that protects the confidentiality, integrity, and availability of the database [6]. Unauthorized access to a relational database indicates a loss of confidentiality, unauthorized modification to the available data indicates a loss of integrity, and lack of access to relational database services indicates a loss of availability. Loss of one or more of these basic facets will have a bad impact on the security of the relational database.

The protection of the confidentiality, integrity, and availability of the relational database will be illustrated in more detail as follows:

- **Confidentiality** can be defined as a process for preventing unauthorized access to the sensitive data that is stored in the relational database. It can be ensured by applying encryption to the data stored in the relational database. Encryption is a process in which the information is encrypted in a way that only authorized users can manage. The different levels for encryption are described as follows:
  - Data in transit means that an attacker can get access to the sensitive information by observing the network between the sender and the receiver.
  - Data at rest means that an attacker can attack the information stored in the relational database.
There are many algorithms for encryption, such as data encryption standards (DES), triple DES, and advanced encryption standards (AES).

- **Integrity** can be defined as a process for preventing unauthorized alteration to the sensitive data stored in the relational database. The integrity of data is not only whether the data is correct, but also whether it can be trusted and relied upon. Database integrity ensures the accuracy and the consistency of the data entered into the relational database.

- **Availability** can be defined as a process for preventing loss of access to relational database services. Databases must have no unplanned downtime.

In relational databases, many layers of security can be used to ensure database security [7]. The security layers can be classified into the following:

- **Authentication** can be defined as the concept of verifying the identity of a user that needs to access the relational database. Each user should identify himself before having access to data stored in the relational database system. Authentication may happen at different levels; for example, authentication can be performed by the relational database itself or allow other external methods to authenticate users.

- **Access controls (authorization)** can be defined as setting rules that define whether the user has access to the data in the relational database. Authorization rules manage the modification of data in the relational database. Access controls are procedures that are defined to manage authorizations of the data in the relational database.

- **Integrity** can be defined as a group of rules that present the correct state of the relational database during the database modification.

- **Auditing** can be defined as keeping track of all security relevant actions issued by a user.

In this book, the main focus is directed toward aspects related to access controls. An access control mechanism ensures data confidentiality. Whenever a subject tries to access a data object, the access
control mechanism checks the rights of the user against a set of authorizations, usually stated by some security administrator. Access control ensures that all direct accesses to database objects occur only according to the rules governed by protection policies. There are two different ways to enforce access control: discretionary access control and mandatory access control.

1.3 Access Control in Relational Databases

Preventing unauthorized access to the relational database is the main goal in implementing a secure database management system. Most of the database users need only a specific permission on some parts in the relational database to perform their jobs. Allowing them access to the whole database is undesirable. So, a security policy should be developed effectively to enable a group of users to access only required parts of the database. Once the security policy is developed, it should be enforced to achieve the level of security required. Three main approaches in DBMS for access control are discretionary access control, mandatory access control, and role-based access control.

1.3.1 Discretionary Access Control

Discretionary access control (DAC) is based on granting and revoking privileges for the usage of system objects (relations, views, columns, etc.) [8]. The privileges are granted to (or revoked from) every subject (user, account, program) separately. Discretionary access control policies allow access rights to be propagated from one subject to another. This is called discretionary in the sense that the owner of data has complete discretion regarding granting/revoking access privileges to his data.

In the DAC, granting/revoking privileges can be performed by the database administrator (DBA) [9]. The DBA has the following responsibilities:

- Creating accounts for users that want to log on to the relational database system
- Granting/revoking privileges for users that want to access the relational database system
• Monitoring the relational database performance
• Managing the backup and recovery procedures of the relational database

The types of DAC privileges are described as follows:

• The account privilege: Each user holds privileges that are independent of the relations in the database. For example, the DBA grants/revokes privileges to a user to CREATE TABLE, CREATE VIEW, DROP, and ALTER.
• The relation privilege: The DBA can specify the privilege to modify each individual relation in the relational database. For example, the DBA grants/revokes privileges to a user to SELECT/MODIFY/REFERENCE privilege on specific relation R. Discretionary access controls can be granted to many objects in the relational database system, such as the database, group of relations, one relation, set of the attributes of one relation, and group of tuples of one relation.

Making a discretionary access controls decision based on the content of data is called data dependent access control [10,11]. For example, some users cannot see salaries that are over than $100,000. The two approaches for implementing access controls in the relational databases are described as follows:

• View-based access control: A relation is the physical location in the relational database that stores the data in the relational database. A view is the logical set of the stored query on the data. Unlike the physical table in the relational database, a view is a logical table computed from data in the relational database dynamically when access to that view is requested.
• Query modification: A query that is written by a user is altered to include the limitation determined by the user's privileges. For example, the DBA grants user A to select only the employees that are in the material department from the relation of employees by the following grant statement:

  GRANT SELECT ON Employees TO A
  WHERE Department = 'material'
When user A needs to select all records from the employee’s relation, his query will be changed and his privileges will be added as follows:

SELECT * FROM Employees; Will be changed to:
SELECT * FROM Employees
WHERE Department = ‘material’;

In SQL, granting is performed by means of the GRANT statement, which has the following general format:

GRANT privileges
[ON relation]
TO users
[WITH GRANT OPTION]

For example:

GRANT SELECT
ON Employees
TO A

In SQL, revoking is performed by means of the REVOKE statement, which has the following general format:

REVOKE privileges
[ON relation]
FROM users

For example:

REVOKE SELECT
ON Employees
FROM A

DAC suffers from some drawbacks when applied to the relational database:

- Enforcement of the security policy: DAC depends on the concept of ownership of the data. In DAC, the user who
creates the object in the relational database is the owner of this object and can grant access to other users on this object. This has the disadvantage that the enterprise cannot manage and enforce its security requirements without including all the users that create all the objects in the relational database.

- Cascading authorization: For example, consider three users: $U_1$, $U_2$, and $U_3$. User $U_2$ has the privilege on object $O$ from $U_1$ and grants this privilege to $U_3$. Later, $U_1$ grants privilege to $U_3$ on the same object $O$, but $U_2$ revokes privilege from privilege $U_3$ for some reason. The effect of these operations is that $U_3$ still has the access privilege (from $U_1$) to access object $O$ although $U_2$ revoked privilege.
- Trojan horse attacks: A Trojan horse can be used to grant a certain privilege of a user on an object to another user without knowing any information about the user.
- Update problems: In DAC, view-based protection is a logical query that has no physical data in the relational database. The disadvantage of view-based protection is that not all data can be updated through certain views.

1.3.2 Mandatory Access Control

While DAC is concerned with ensuring the privilege to access data in the relational database, mandatory access control (MAC) is in addition ensuring the flow of data in the relational database system. MAC depends on the security level associated with each object in the relational database and each user. A security level on an object is defined as a security classification, while the security level on a user is defined as a security clearance. MAC is defined as multilevel security (MLS); because of each user and each object, one of the multiple security levels can be assigned.

A complete understanding of MLS will not happen without understanding its origins [12]. The U.S. military has a historical isolated database that contains its sensitive information. The sensitive data are classified into different security levels and must be processed on dedicated systems that do not provide access to users.
outside the intended security level. The main limitations can be described as follows:

- Redundant databases: To store data in the relational database into different security levels, a different database should be created for each security level.
- Redundant workstations: There is a need to have different workstations to get each type of datum.
- High cost of IT infrastructure: There is a risk in sharing the network resources.
- Inefficiency: Users need to get privileges on several relational database systems to perform their duties.

Multilevel security was the solution. MLS allows the data in different security classification levels to be accessed by users that have different security clearance levels.

The Bell and LaPadula model was the basic model that introduced the concept of MLS [13]. This model depends on definitions of objects and subjects. An object like relation, a tuple, or an attribute is a passive entity. A subject like user or program is an active process that needs to have a privilege on objects. Every object is assigned to a security level (classification), and every subject is assigned to a security level (clearance). Security levels are defined as labels. A label contains two components: a hierarchical component and a group of unordered categories. The hierarchical component presents the security levels of the data. For example, a company might define the security levels of its sensitive data as top secret, secret, confidential, or unclassified. The unordered categories are used to define the sensitivity of the leveled data.

Multilevel security is based on the Bell and LaPadula model and formalized by two rules. LaPadula rules are described as follows [14]:

- The simple property (no read up): A subject is allowed to read an object if the subject’s security clearance level is greater than or equal to the object’s security classification level.
- The star property (no write down): A subject is allowed to write to an object if the object’s security classification level is greater than or equal to the subject’s security clearance level.
The star property allows a lower security level subject to write data to a higher security level object. This can result in overwriting and therefore modifying of higher security level objects by lower security level subjects. Thus, MLS enforces a stronger star property to restrict each subject to write at his own security level:

- Strong star property: A subject is allowed to write to an object if the subject’s security clearance level is equal to the object’s security classification level.

1.3.3 Role-Based Access Control

The main motivation behind role-based access control (RBAC) is the necessity to simulate the structure of the natural security policies of the organization. RBAC is based on the roles that users have. Roles are similar to those of the user groups in access controls.

In RBAC, a role is defined as a group of actions and duties belonging to a specific activity [15]. The role may present a user’s job (e.g., buyer), or it may define an action that the user should do (e.g., order material). Instead of defining all the permissions to each one of the users that performs the same task, permissions on objects can be defined for roles. The user that is assigned to a role can perform all actions that the role is authorized to do. The components of RBAC can be described as follows:

- Role–permission relationships: This component manages granting/revoking permission to a specific role.
- User–role relationships: This component defines how to assign users to a specific role.
- Role–role relationships: This component defines how to make a role a member of another role.

RBAC has three security principles:

- Least privilege: RBAC allows a user to access objects with the least privilege required for the specific task that is needed to be performed. This minimizes the Trojan horses attack.
- Separation of duties: RBAC ensures that no user has enough privileges to misuse the system on his own.
- Data abstraction: This is supported by means of abstract privileges such as credit and debit for an account.
In RBAC, database administrators can manage access at a level of abstraction that is identical to the way that organizations perform their business. This is achieved by organizing users’ tasks through the implementation of roles, role hierarchies, relationships, and constraints.

In role-based access control, roles can have overlapping duties and privileges, so users assigned many roles may need to do common tasks. Some general tasks may be done by all users. In this situation, there is no need to repeat these common tasks for each role created. Role hierarchies can be performed to present the real structure of an enterprise.

RBAC has two types of role hierarchies:

1. General hierarchical RBAC is based on the concept of multiple inheritances that present the ability to obtain permission inheritance from more than one role and to inherit user membership from more than one role.
2. Limited hierarchical RBAC is limited to a single descendant. Limited role hierarchies do not support multiple inheritances.

1.4 Work Objectives

In the digital world nowadays, database security has become increasingly important since the database is the primary repository of information for organizations and governments. More and more research has been developed in database security to protect the data from possible unauthorized instructions. Most of the security models available for databases today protect them from outside and unauthorized users.

Multilevel security for relational databases provides internal security in relationship with the user’s access to the relational database. Relational database multilevel security systems have been proposed to address the increased security needs of relational database systems. Although multilevel concepts were originally developed to support confidentiality in military systems, there are now many commercial systems that use multilevel security policies.

Although many models have been developed to support multilevel security in the relational database, there are many problems in implementing multilevel security policies. These problems included complexity in designing multilevel security for the relational database and increasing the database size according to the classification level columns added to the original database to support multilevel security in the database.
This book will introduce the concept of multilevel security in the relational database, will present a comparative study for previous models that support multilevel security policies in the relational database, and will show the weakness and the strength of each model.

Also, in this book a prototype will be implemented to be used as a research tool for a performance evaluation of multilevel security for relational database (MLS/DBMS) models.

This book will give a complete view of an encryption-based multilevel security database model, which is a combination of multilevel security for the relational database and encryption system by encrypting each record with an encryption key according to its security class level. This model is characterized by three achievements:

- Utilizing an encryption system as a second security layer over the multilevel security layer for the database
- Reducing the multilevel database size
- Improving the response time of data retrieval from the multilevel database

The goal of these three achievements is to increase robustness against database attacks and enhance the performance of data manipulating operations such as select, insert, update, and delete in the multilevel database. The effectiveness of an encryption-based multilevel security database model is verified through the mathematical proof of the soundness of, completeness of, and security for multilevel security for relational database system.

The encryption-based multilevel security database model achieves good quality because it satisfies integrity properties such as entity integrity, polyinstantiation integrity, data borrowing integrity, foreign key integrity, and referential integrity of the multilevel database. Also, this book will illustrate the C# and Microsoft SQL server source codes for the implementation of the encryption-based multilevel security database model.

Concurrency control is used in relational databases to manage the concurrent execution of operations by different subjects on the same data object. This book will explain the concept of concurrency control and will define its impacts on multilevel security for relational databases. It will create a survey for studying the secure concurrency control protocols that are proposed in multilevel security for relational databases.
databases and will implement a prototype to be used to perform a series of experiments to measure the performance cost for applying the concurrency control in multilevel relational databases.

This book will also define the implementation of the data manipulation operations for the instance-based multilevel security model (IBMSM) since the IBMSM proposes two layers: the instance layer and the class layer.

1.5 Book Organization

- In Chapter 2, the basic concept of multilevel relational database security will be discussed. This chapter will explain the models that support multilevel database security and will introduce a comparative study between the multilevel database security models.
- In Chapter 3, the implementation of multilevel relational database security models will be illustrated and the performance study will be instrumented to compare the multilevel secure database (MLS/DBMS) models.
- In Chapter 4, an overview of the encryption algorithms that are applied will be presented.
- In Chapter 5, the encryption-based multilevel security database model will be described and the implementation of a working prototype to be used as a research tool for studying principles and mechanisms of the model will be explored.
- In Chapter 6, the formal model for the data manipulation operations in the encryption-based multilevel security database model will be presented and the mathematical proofs of soundness, completeness, and security will be proved.
- In Chapter 7, the concept of concurrency control in multilevel security for relational databases will be introduced.
- In Chapter 8, the implementation of the data manipulation operations for the instance-based multilevel security model (IBMSM) will be defined.
- In Chapter 9, the C# and Microsoft SQL server source codes for the implementation of multilevel relational database security models will be presented.